**Introduction**

In a previous [post](https://blog.rsquaredacademy.com/quick-guide-r-sqlite/), we had briefly looked at connecting to databases from R and using dplyr for querying data. In this new expanded post, we will focus on the following:

* connect to & explore database
* read & write data
* use RStudio SQL script & knitr SQL engine
* query data using dplyr
* visualize data with dbplot
* modeling data with modeldb & tidypredict
* explore RStudio connections pane
* handling credentials

**Resources**

Below are the links to all the resources related to this post:

* [Slides](https://slides.rsquaredacademy.com/sql/sqlite.html#/section)
* [Code & Data](https://github.com/rsquaredacademy-education/online-courses/)
* [RStudio Cloud](https://rstudio.cloud/project/430439)

You can try our **free online course** [**Working with Databases using R**](https://rsquared-academy.thinkific.com/courses/working-with-databases-using-r) if you prefer to learn through self paced online courses.

**Libraries**

Before we connect to and explore the local SQLite database, let us take a look at the R packages we will use in this post.

* [DBI](http://r-dbi.github.io/DBI/) a database interface for R
* [dbplyr](https://dbplyr.tidyverse.org/) a dplyr backend for databases
* [dplyr](https://dplyr.tidyverse.org/) for querying data
* [dbplot](https://edgararuiz.github.io/dbplot/) & [ggplot2](https://ggplot2.tidyverse.org/) for data visualization
* [modeldb](https://tidymodels.github.io/modeldb/) & [tidypredict](https://tidymodels.github.io/tidypredict/) for modeling & prediction inside database
* [config](https://cran.r-project.org/package=config) for handling credentials

# install.packages(c("DBI", "dbplyr", "dplyr", "dbplot", "ggplot2", "modeldb",

# "tidypredict", "config"))

library(DBI)

library(dbplyr)

library(dplyr)

library(dbplot)

library(ggplot2)

library(modeldb)

library(tidypredict)

library(config)

If you do not have all the above packages installed, go ahead and install them. In the R script we are sharing with you, we have commented out the code for installing the packages. If you are using the RStudio Cloud project, we have already installed the packages in the project and you can just load them into the R session using library().

As and when we come to the specific sections where we are using these packages, they will be reintroduced and we will look at their documentation and explore the functions we will use.
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**Connect & Explore**

The first step is to successfully connect to a database. To begin with, we will keep things simple and connect to a local **SQLite** database, mydatabase.db. We will explore the database, list the tables present and the fields/columns in those tables. In the last section of this post, we will connect to a **MySQL** database hosted on AWS using RStudio connections tab and learn how to specify the host, port, username, password etc.

**Connect**

To connect to the database, we will use dbConnect() from the [DBI](http://r-dbi.github.io/DBI/) package which defines a common interface between R and database management systems. The first input is the database driver which in our case is SQLite and the second input is the name and location of the database. Since we are connecting to a local database, it is sufficient to specify the name and location of the database. The database connection is saved in con for further use in exploring and querying data.

con <- DBI::dbConnect(RSQLite::SQLite(), dbname = "mydatabase.db")

con

##

## Path: J:\R\Others\blogs\content\post\mydatabase.db

## Extensions: TRUE

If the database is present and the correct path to the database has been specified, R will not return any error.

**Connection Summary**

Next, let us get a quick summary of the database connection using summary(). It shows SQLiteConnection under class and we can ignore the other details for the time being. Great! We have successfully connected to the database and now it is time to list the tables present in the database.

summary(con)

## Length Class Mode

## 1 SQLiteConnection S4

**List Tables**

Now that we are connected to a database, let us list all the tables present in it using dbListTables().

DBI::dbListTables(con)

## [1] "COMPANY" "DEPARTMENT" "ecom" "trade"

There are 4 tables in the database and we will be using only the ecom and trade tables in our examples and practice questions.

**List Fields**

Let us go ahead and list all the fields/colums in the ecom table since we will be using it in the following sections. To list all the fields (columns) in a table, use dbListFields(). It takes 2 inputs:

* the database connection name (con)
* name of the table (ecom) enclosed in single/double quotes

DBI::dbListFields(con, "ecom")

## [1] "id" "referrer" "device" "bouncers" "n\_visit"

## [6] "n\_pages" "duration" "country" "purchase" "order\_items"

## [11] "order\_value"

There are 11 columns in the ecom table. Let us take a look at the data dictionary to understand what these columns stand for:

* id: row id
* referrer: referrer website/search engine
* os: operating system
* browser: browser
* device: device used to visit the website
* n\_pages: number of pages visited
* duration: time spent on the website (in seconds)
* repeat: frequency of visits
* country: country of origin
* purchase: whether visitor purchased
* order\_value: order value of visitor (in dollars)

Now that we know how to connect to a database and list the fields/columns, let us move on to the next section where we will learn how to query data from the tables present in the database.

**Querying Data**

Now that we have successfully connected to the database and explored the tables, let us look at querying data from the ecom table. In this section,  
we will learn to:

* read entire table
* read few rows
* read data in batches

**Entire Table**

We can read an entire table from a database using dbReadTable() provided the table is not very large. We will read data from the COMPANY table as it has few rows and will not fill the whole page. The first input is the database connection name and the second input is the name of the table in quotes.

DBI::dbReadTable(con, 'COMPANY')

## ID NAME AGE ADDRESS SALARY

## 1 1 Paul 32 California 20000

## 2 2 Allen 25 Texas 15000

## 3 3 Teddy 23 Norway 20000

## 4 4 Mark 25 Rich-Mond 65000

## 5 5 David 27 Texas 85000

## 6 6 Kim 22 South-Hall 45000

In some cases, we may not need the entire table but only a specific number of rows. Use dbGetQuery() and supply a SQL statement specifying the number of rows of data to be read from the table. In the below example, we read ten rows of data from the ecom table.

**Few Rows**

DBI::dbGetQuery(con, "select \* from ecom limit 10")

## id referrer device bouncers n\_visit n\_pages duration country

## 1 1 google laptop true 10 1 693 Czech Republic

## 2 2 yahoo tablet true 9 1 459 Yemen

## 3 3 direct laptop true 0 1 996 Brazil

## 4 4 bing tablet false 3 18 468 China

## 5 5 yahoo mobile true 9 1 955 Poland

## 6 6 yahoo laptop false 5 5 135 South Africa

## 7 7 yahoo mobile true 10 1 75 Bangladesh

## 8 8 direct mobile true 10 1 908 Indonesia

## 9 9 bing mobile false 3 19 209 Netherlands

## 10 10 google mobile true 6 1 208 Czech Republic

## purchase order\_items order\_value

## 1 false 0 0

## 2 false 0 0

## 3 false 0 0

## 4 true 6 434

## 5 false 0 0

## 6 false 0 0

## 7 false 0 0

## 8 false 0 0

## 9 false 0 0

## 10 false 0 0

In case of very large table, we can read data in batches using dbSendQuery() and dbFetch(). We can mention the number of rows of data to be read while fetching the data using the query generated by dbSendQuery().

**Read Data in Batches**

query <- DBI::dbSendQuery(con, 'select \* from ecom')

# first batch of 10 rows

DBI::dbFetch(query, n = 10)

## id referrer device bouncers n\_visit n\_pages duration country

## 1 1 google laptop true 10 1 693 Czech Republic

## 2 2 yahoo tablet true 9 1 459 Yemen

## 3 3 direct laptop true 0 1 996 Brazil

## 4 4 bing tablet false 3 18 468 China

## 5 5 yahoo mobile true 9 1 955 Poland

## 6 6 yahoo laptop false 5 5 135 South Africa

## 7 7 yahoo mobile true 10 1 75 Bangladesh

## 8 8 direct mobile true 10 1 908 Indonesia

## 9 9 bing mobile false 3 19 209 Netherlands

## 10 10 google mobile true 6 1 208 Czech Republic

## purchase order\_items order\_value

## 1 false 0 0

## 2 false 0 0

## 3 false 0 0

## 4 true 6 434

## 5 false 0 0

## 6 false 0 0

## 7 false 0 0

## 8 false 0 0

## 9 false 0 0

## 10 false 0 0

# second batch of 10 rows

DBI::dbFetch(query, n = 10)

## id referrer device bouncers n\_visit n\_pages duration country

## 1 11 direct laptop true 9 1 738 Jamaica

## 2 12 direct tablet false 6 12 132 Estonia

## 3 13 direct mobile false 9 14 406 Ireland

## 4 14 yahoo tablet false 5 8 80 Philippines

## 5 15 yahoo mobile false 7 1 19 France

## 6 16 bing laptop true 1 1 995 United States

## 7 17 bing tablet false 5 16 368 Peru

## 8 18 google tablet true 7 1 406 China

## 9 19 social tablet false 7 10 290 Colombia

## 10 20 social tablet false 2 1 28 Namibia

## purchase order\_items order\_value

## 1 false 0 0

## 2 false 0 0

## 3 true 3 651

## 4 false 2 362

## 5 false 7 2423

## 6 false 0 0

## 7 true 6 1049

## 8 false 0 0

## 9 true 9 1304

## 10 false 7 2077

**Your Turn**

* list fields in the trade table
* read all rows & columns from the trade table
* read first 30 rows from the trade table

**Query**

In this section, we will look at a bunch of functions that will allow us to get information about the query we sent to the database in the previous section to fetch data in batches. Before we start, let us look at the output from query.

query

##

## SQL select \* from ecom

## ROWS Fetched: 20 [incomplete]

## Changed: 0

We can see the follwing:

* SQL statement
* number of rows fetched (15)
* status of the query (incomplete)
* and number of rows changed in the table (0)

The status is incomplete as we are querying data in batches and the number of rows changed is 0 since ran a SELECT SQL statement which does not modify the table.

**Query Status**

To know the status of a query, use dbHasCompleted(). It is very useful in  
cases of queries that might take a long time to complete. It will return a logical value i.e. TRUE or FALSE. In our example, since we are querying data in batches, the output will be FALSE.

DBI::dbHasCompleted(query)

## [1] FALSE

**Query Info**

dbGetInfo() will display the following:

* SQL statement being executed
* the count of rows fetched/affected
* and the status of the query

DBI::dbGetInfo(query)

## $statement

## [1] "select \* from ecom"

##

## $row.count

## [1] 20

##

## $rows.affected

## [1] 0

##

## $has.completed

## [1] FALSE

The output is similar to what we saw when we printed query.

**Latest Query**

To view the query used in dbSendQuery() or dbSendStatement(), use dbGetStatement().

DBI::dbGetStatement(query)

## [1] "select \* from ecom"

**Rows Fetched**

dbGetRowCount() will return the total number of rows actually fetched from the table in the database.

DBI::dbGetRowCount(query)

## [1] 20

**Rows Affected**

The total number of rows added, deleted or updated by a data manipulation statement is returned by dbGetRowsAffected(). In our example, the SQL statemet did not modify the table in any way and hence the output will be 0.

DBI::dbGetRowsAffected(query)

## [1] 0

**Column Info**

dbColumnInfo() returns a data.frame that describes the output of a query. In the below example, it returns the column name and data type of the output from the query.

DBI::dbColumnInfo(query)

## name type

## 1 id integer

## 2 referrer character

## 3 device character

## 4 bouncers character

## 5 n\_visit integer

## 6 n\_pages double

## 7 duration double

## 8 country character

## 9 purchase character

## 10 order\_items double

## 11 order\_value double

**Clear Results**

To free all resources associated with a result set, use dbClearResult(). After running the below code, we will not be able to retrieve any information about query i.e. try running dbGetInfo(query) or dbGetStatement(query) and R will return an error.

DBI::dbClearResult(query)

**Tables**

In this section, we will learn to:

* check if a table exists
* create table
* overwrite table
* append data to a table
* insert rows into a table
* append one table to another
* remove a table

**Check Table Name**

It is a good practice to check whether a table of the same name exists before trying to create a new one in the database. In the below example, we use dbExistsTable() to check if the database already has a table by the name trial\_db. dbExistsTable() always returns a logical value.

DBI::dbExistsTable(con, "trial\_db")

## [1] FALSE

Since there is no table by the name trial\_db, let us go ahead and create a new table of the same name.

**Create Table**

To create a new table, use dbWriteTable(). It takes the following 3 arguments:

* connection name
* name of the new table
* data for the new table

Let us first create a new dataset trial\_db. It has 2 columns, x and y, and 10 rows of data. Next, we create a new table of the same name in the database. In dbWriteTable(), we specify the following:

* con: database connection
* "trial\_db": name of the table in database
* trial\_data: name of the dataset used to create the table in the database

Ensure that the name of the table in the database is always enclosed in single/double quotes.

# sample data

x <- 1:10

y <- letters[1:10]

trial\_data <- tibble::tibble(x, y)

# write table to database

DBI::dbWriteTable(con, "trial\_db", trial\_data)

Let us check if the table has been created.

DBI::dbListTables(con)

## [1] "COMPANY" "DEPARTMENT" "ecom" "trade" "trial\_db"

DBI::dbExistsTable(con, "trial\_db")

## [1] TRUE

**Overwrite Table**

Sometimes instead of creating a new table, you may want to overwrite the data in an existing table. In such cases, use the overwrite argument in dbWriteTable() and set it to TRUE. In the below example, we overwrite the trial\_db table in the database using the data set trial2\_data.

# sample data

x <- sample(100, 10)

y <- letters[11:20]

trial2\_data <- tibble::tibble(x, y)

# overwrite table trial

DBI::dbWriteTable(con, "trial\_db", trial2\_data, overwrite = TRUE)

Let us query sone data from trial\_db table to ensure that it has been overwritten.

DBI::dbGetQuery(con, "select \* from trial\_db")

## x y

## 1 24 k

## 2 57 l

## 3 29 m

## 4 46 n

## 5 58 o

## 6 13 p

## 7 93 q

## 8 90 r

## 9 25 s

## 10 92 t

**Append Data**

Alright! Now let us say instead of overwriting the data in the table, you want to append the data. In such cases, you can append data to an existing table by setting the append argument in dbWriteTable() to TRUE. In the below example, we append the data set trial3\_data to the trial\_db table in the database.

# sample data

x <- sample(100, 10)

y <- letters[5:14]

trial3\_data <- tibble::tibble(x, y)

# append data

DBI::dbWriteTable(con, "trial\_db", trial3\_data, append = TRUE)

Let us check if the data has been appended successfully by querying data from the trial\_db table.

DBI::dbGetQuery(con, "select \* from trial\_db")

## x y

## 1 24 k

## 2 57 l

## 3 29 m

## 4 46 n

## 5 58 o

## 6 13 p

## 7 93 q

## 8 90 r

## 9 25 s

## 10 92 t

## 11 45 e

## 12 5 f

## 13 47 g

## 14 20 h

## 15 78 i

## 16 27 j

## 17 1 k

## 18 18 l

## 19 48 m

## 20 32 n

**Insert Rows**

We can insert new rows into existing tables using:

* dbExecute()
* dbSendStatement()

Both the function take 2 arguments:

* connection name
* sql statement

In the below example, we insert a new row of data into the trial-db table in the database using `dbExecute().

DBI::dbExecute(con,

"INSERT into trial\_db (x, y) VALUES (32, 'c'), (45, 'k'), (61, 'h')"

)

## [1] 3

Let us check if the new row of data has been inserted into the trial\_db table by querying data from the same table.

DBI::dbGetQuery(con, "select \* from trial\_db")

## x y

## 1 24 k

## 2 57 l

## 3 29 m

## 4 46 n

## 5 58 o

## 6 13 p

## 7 93 q

## 8 90 r

## 9 25 s

## 10 92 t

## 11 45 e

## 12 5 f

## 13 47 g

## 14 20 h

## 15 78 i

## 16 27 j

## 17 1 k

## 18 18 l

## 19 48 m

## 20 32 n

## 21 32 c

## 22 45 k

## 23 61 h

In the next example, we insert another row of data into the trial\_db table in the database using dbSendStatement().

DBI::dbSendStatement(con,

"INSERT into trial\_db (x, y) VALUES (25, 'm'), (54, 'l'), (16, 'y')"

)

##

## SQL INSERT into trial\_db (x, y) VALUES (25, 'm'), (54, 'l'), (16, 'y')

## ROWS Fetched: 0 [complete]

## Changed: 3

Let us check if the new row of data has been inserted into the trial\_db table by querying data from the same table.

DBI::dbGetQuery(con, "select \* from trial\_db")

## Warning: Closing open result set, pending rows

## x y

## 1 24 k

## 2 57 l

## 3 29 m

## 4 46 n

## 5 58 o

## 6 13 p

## 7 93 q

## 8 90 r

## 9 25 s

## 10 92 t

## 11 45 e

## 12 5 f

## 13 47 g

## 14 20 h

## 15 78 i

## 16 27 j

## 17 1 k

## 18 18 l

## 19 48 m

## 20 32 n

## 21 32 c

## 22 45 k

## 23 61 h

## 24 25 m

## 25 54 l

## 26 16 y

**Remove Table**

To delete/remove a table from the database, use dbRemoveTable().

DBI::dbRemoveTable(con, "trial\_db")

**Your Turn**

* check if mytable exists in the database
* create new table mytable using the first 3 rows of mtcars data set
* list all tables to check if the new table has been created
* overwrite mytable with the first 10 rows of mtcars data set
* append the 20th row of mtcars data set to mytable
* create a new table using the last 5 rows of mtcars and append it to mytable
* remove mytable

**Data Type**

We know of the different data types in R such as integer, numeric/double, logical, factor etc. How do databases treat these data types? To know the data type of a particular value in a database, use dbDataType(). The first input is the database driver and the next is the value whose data type we are seeking. In the below example, we look at the data type of 3 different values in SQLite.

DBI::dbDataType(RSQLite::SQLite(), "a")

## [1] "TEXT"

DBI::dbDataType(RSQLite::SQLite(), 1:5)

## [1] "INTEGER"

DBI::dbDataType(RSQLite::SQLite(), 1.5)

## [1] "REAL"

**Generate SQL Query**

sqlCreateTable() will generate the SQL statement for simple CREATE TABLE operations. In the below example, it generates the SQL statement for creating table new with two fields x and y.

DBI::sqlCreateTable(con, "new", c(x = "integer", y = "text"))

## Warning: Do not rely on the default value of the row.names argument for

## sqlCreateTable(), it will change in the future.

## CREATE TABLE `new` (

## `x` integer,

## `y` text

## )

sqlAppendTable() will generate the SQL statement for simple INSERT operations. In the below example, it generates the SQL statement for inserting a new row of data into the trial\_db table.

trial\_new <- data.frame(x = 30, y = 'k')

DBI::sqlAppendTable(con, "trial\_db", trial\_new)

## Warning: Do not rely on the default value of the row.names argument for

## sqlAppendTable(), it will change in the future.

## INSERT INTO `trial\_db`

## (`x`, `y`)

## VALUES

## (30, 'k')

[![youtube ad](data:image/png;base64,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)](https://www.youtube.com/user/rsquaredin/)

**Running SQL Scripts**

Once you are connected to a database, you may want to run some SQL queries. So far, we have run the SQL queries in R using function from the DBI package. Using RStudio SQL scripts, we can execute plain SQL queries as shown below. In the first line, we specify the database connection -- !preview conn=con followed by SQL queries. The output can be viewed by clicking on the preview button. We have included a sample SQL script (dbi.sql) which you can open and execute in RStudio.
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**knitr SQL Engine**

In addition to R, the knitr package can execute code chunks in a variety of languages including SQL. In the below image, we show how to execute SQL queries. First, we establish a DBIconnection to a database in a R code chunk which is then used in a SQL chunk via the connection option (connection = con). Check out the dbi.Rmd file in the resources section.
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**Your Turn**

* check the data type of "NULL"
* use SQL script to select duration, n\_visit from trade table  
  where device has the value tablet
* create a html report for the above sql query using the knitr SQL engine

**Data Transformation**

In this section, we will learn to query data from a database using dplyr. We will learn to:

* reference data
* query data using dplyr
* display query
* collect data
* simulate

**Reference Data**

The first step is to reference the table in the database using tbl(). Since we want to use the ecom table from the database, we reference it as ecom2 using tbl().

ecom2 <- dplyr::tbl(con, "ecom")

ecom2

## # Source: table [?? x 11]

## # Database: sqlite 3.22.0 [J:\R\Others\blogs\content\post\mydatabase.db]

## id referrer device bouncers n\_visit n\_pages duration country purchase

##

## 1 1 google laptop true 10 1 693 Czech ~ false

## 2 2 yahoo tablet true 9 1 459 Yemen false

## 3 3 direct laptop true 0 1 996 Brazil false

## 4 4 bing tablet false 3 18 468 China true

## 5 5 yahoo mobile true 9 1 955 Poland false

## 6 6 yahoo laptop false 5 5 135 South ~ false

## 7 7 yahoo mobile true 10 1 75 Bangla~ false

## 8 8 direct mobile true 10 1 908 Indone~ false

## 9 9 bing mobile false 3 19 209 Nether~ false

## 10 10 google mobile true 6 1 208 Czech ~ false

## # ... with more rows, and 2 more variables: order\_items ,

## # order\_value

If you look at the output, ecom2 displays a tibble but in the second line it also shows the database information as well. Let us now move on and calculate the average time on site by device type.

**Query Data**

Let us compute the average time on site for different referrer groups when the visitor browses the site using a laptop. Now, instead of using SQL statement to extract the above information, we will use dplyr. This is especially useful if the user is not well versed in SQL. While dplyr can be used to query data, it is still advisable to learn the basics of SQL.

ecom2 %>%

dplyr::select(referrer, device, duration) %>%

dplyr::filter(device == "laptop") %>%

dplyr::group\_by(referrer) %>%

dplyr::summarise(avg\_tos = mean(duration)) %>%

dplyr::arrange(avg\_tos)

## Warning: Missing values are always removed in SQL.

## Use `AVG(x, na.rm = TRUE)` to silence this warning

## # Source: lazy query [?? x 2]

## # Database: sqlite 3.22.0 [J:\R\Others\blogs\content\post\mydatabase.db]

## # Ordered by: avg\_tos

## referrer avg\_tos

##

## 1 direct 326.

## 2 yahoo 331.

## 3 social 362.

## 4 bing 434.

## 5 google 439.

**Display Query**

If you want to view the SQL translation of the dplyr code used in the previous example, use show\_query().

tos\_query <-

ecom2 %>%

dplyr::select(referrer, device, duration) %>%

dplyr::filter(device == "laptop") %>%

dplyr::group\_by(referrer) %>%

dplyr::summarise(avg\_tos = mean(duration)) %>%

dplyr::arrange(avg\_tos)

dplyr::show\_query(tos\_query)

## Warning: Missing values are always removed in SQL.

## Use `AVG(x, na.rm = TRUE)` to silence this warning

##

## SELECT `referrer`, AVG(`duration`) AS `avg\_tos`

## FROM (SELECT `referrer`, `device`, `duration`

## FROM `ecom`)

## WHERE (`device` = 'laptop')

## GROUP BY `referrer`

## ORDER BY `avg\_tos`

**Collect Data**

Now, some interesting facts. We will understand this using a different simple example. Let us read the referrer and device column from the ecom table in the database and store it in result.

result <-

ecom2 %>%

dplyr::select(referrer, device)

result

## # Source: lazy query [?? x 2]

## # Database: sqlite 3.22.0 [J:\R\Others\blogs\content\post\mydatabase.db]

## referrer device

##

## 1 google laptop

## 2 yahoo tablet

## 3 direct laptop

## 4 bing tablet

## 5 yahoo mobile

## 6 yahoo laptop

## 7 yahoo mobile

## 8 direct mobile

## 9 bing mobile

## 10 google mobile

## # ... with more rows

When we print result, it displays the first 10 rows. In addition it shows the database information at the beginning as well as ... with more rows at the bottom of the table but it does not exactly say how many more rows are there.  
Let us use nrow() to find the total number of rows in result.

nrow(result)

## [1] NA

No luck with nrow() either as it returns NA instead of the number of rows in result. Now, why does this happen? When working with databases, **dplyr** never pulls data into R unless you explicitly ask for it. In the previous example, it just displays the first 10 rows and has not read the entire table. The ecom table in the database has 1000 rows of data and ideally dplyr should have read all the rows of data. But it does not work like that and the reason is this statement at the beginning of the output: Source: lazy query [?? x 2]. It does display the number of columns, 2. In place of the number of columns there is ??because it has not read the entire data from the ecom table.

What do we do if we need the entire data? In such cases, we can use collect() as shown in the below example.

result %>%

dplyr::collect()

## # A tibble: 1,000 x 2

## referrer device

##

## 1 google laptop

## 2 yahoo tablet

## 3 direct laptop

## 4 bing tablet

## 5 yahoo mobile

## 6 yahoo laptop

## 7 yahoo mobile

## 8 direct mobile

## 9 bing mobile

## 10 google mobile

## # ... with 990 more rows

In the above output, dplyr has read the entire data from ecom. It show the number of rows and columns at the top and the number of rows not displayed (990) at the bottom. More importantly, it does not show any information about the database as the entire data from ecom has been read and is available in the R session.

result %>%

dplyr::collect() %>%

nrow()

## [1] 1000

Even nrow() returns 1000 as the entire data has been read from the database. Unless and until required or explicitly asked for, the data is not pulled from the database. When you are playing around with or iterating or experimenting with R code, do not use collect(). Only when you have finalized the code for the information being extracted from the database, use collect() to read the complete output into the R session.

**Simulate**

simulate\_\*() functions from [dbplyr](https://dbplyr.tidyverse.org/) are useful for testing SQL generation. In the below example, we want to generate the SQL for computing average time on site by referrer type for a MySQL database connection. The SQL generated is rendered to a SQL string by sql\_render(). You can test SQL generation for a wide variety of databases using dbplyr.

ecom2 %>%

dplyr::group\_by(referrer) %>%

dplyr::summarise(avg\_tos = mean(duration)) %>%

dbplyr::sql\_render(dbplyr::simulate\_mysql())

## Warning: Missing values are always removed in SQL.

## Use `AVG(x, na.rm = TRUE)` to silence this warning

## SELECT `referrer`, AVG(`duration`) AS `avg\_tos`

## FROM `ecom`

## GROUP BY `referrer`

**Your Turn**

* use tbl() to reference trade table as trade2
* use dplyr verbs to compute average duration for device from the trade table
* store the above query in a variable tos\_device
* use show\_query() to display the underlying SQL query of tos\_device
* use collect() to retrieve data from tos\_device
* use explain() to display the underlying computation logic of tos\_device

**Data Visualization**

[dbplot](https://edgararuiz.github.io/dbplot/index.html) leverages dplyr to process the underlying data computations of a plot inside a database. It uses ggplot2 to generate the following plots:

* box plot
* bar plot
* histogram
* line chart
* raster plot

Some of the plots work with only Hive or Sparklyr connections. You can refere to the documentation for more details. Since we are dealing with a SQLite database, we will be able to generate the following plots.

**Bar Plot**

ecom2 %>%

dbplot::dbplot\_bar(device) +

ggplot2::xlab("Device") +

ggplot2::ylab("Count") +

ggplot2::ggtitle("Device Distribution")
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**Line Chart**

ecom2 %>%

dbplot::dbplot\_line(n\_visit) +

ggplot2::xlab("Visits") +

ggplot2::ylab("Count")

![](data:image/png;base64,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)

**Your Turn**

* create bar plot of referrer column from the trade table
* create line chart of n\_visit column from the trade table

**Data Modeling**

In this section, we will explore fitting models and running predictions inside the database using the following packages:

* [modeldb](https://tidymodels.github.io/modeldb/index.html)
* [tidypredict](https://tidymodels.github.io/tidypredict/index.html)

Let us start with fitting models inside database. The [modeldb](https://tidymodels.github.io/modeldb/index.html) package fits models inside database by using dplyr and dbplyr for SQL translation of the algorithms and currently supports linear regression and k-means clustering.

**Simple Regression**

Let us begin with a simple linear regression model. From the ecom table in the database, we want to regress duration on n\_visit. As shown below, we first select the required fields using select() and pass the resulting data to linear\_regression\_db() from modeldb. We need to specify the dependent variable which in our case is duration.

ecom2 %>%

dplyr::select(duration, n\_visit) %>%

modeldb::linear\_regression\_db(duration)

## # A tibble: 1 x 2

## `(Intercept)` n\_visit

##

## 1 364. -1.72

Let us move on to a multiple regression example. In the below example, we want to regress duration on n\_visit (number of visit) and n\_pages (number of pages browsed).

**Multiple Regression**

ecom2 %>%

dplyr::select(duration, n\_visit, n\_pages) %>%

modeldb::linear\_regression\_db(duration)

## # A tibble: 1 x 3

## `(Intercept)` n\_visit n\_pages

##

## 1 415. -2.02 -8.37

**Categorical Variables**

So how do we handle categorical variables? To handle categorical variables, use add\_dummy\_variables(). We need to specify the categorical variable and its values. It will create the dummy variables.

ecom2 %>%

dplyr::select(duration, device) %>%

modeldb::add\_dummy\_variables(device, values = c("laptop", "mobile", "tablet")) %>%

modeldb::linear\_regression\_db(duration)

## # A tibble: 1 x 3

## `(Intercept)` device\_mobile device\_tablet

##

## 1 376. -39.2 -22.1

**Full Example**

Below is a full example, where we have both continuous and categorical predictors. Whenever you have 3 or more predictors, use the sample\_size or auto\_count arguments. To know why, click [here](https://tidymodels.github.io/modeldb/reference/linear_regression_db.html)

# use sample size

ecom2 %>%

dplyr::select(duration, n\_visit, n\_pages, device) %>%

modeldb::add\_dummy\_variables(device, values = c("laptop", "mobile", "tablet")) %>%

modeldb::linear\_regression\_db(duration, sample\_size = 1000)

## # A tibble: 1 x 5

## `(Intercept)` n\_visit n\_pages device\_mobile device\_tablet

##

## 1 427. -1.52 -8.27 -31.1 -14.4

# use auto\_count

ecom2 %>%

dplyr::select(duration, n\_visit, n\_pages, device) %>%

modeldb::add\_dummy\_variables(device, values = c("laptop", "mobile", "tablet")) %>%

modeldb::linear\_regression\_db(duration, auto\_count = TRUE)

## # A tibble: 1 x 5

## `(Intercept)` n\_visit n\_pages device\_mobile device\_tablet

##

## 1 427. -1.52 -8.27 -31.1 -14.4

**Your Turn**

* regress duration on n\_pages
* regress duration on referrer
* and finally regress duration on n\_pages, n\_visit and referrer

**Predict Inside Database**

[tidypredict](https://tidymodels.github.io/tidypredict/index.html) can return SQL statement that can be run inside the database. Let us first create a linear model in R using lm()

model <- lm(duration ~ device + referrer + n\_visit + n\_pages, data = ecom2)

model

##

## Call:

## lm(formula = duration ~ device + referrer + n\_visit + n\_pages,

## data = ecom2)

##

## Coefficients:

## (Intercept) devicemobile devicetablet referrerdirect

## 441.450 -30.952 -14.497 -8.980

## referrergoogle referrersocial referreryahoo n\_visit

## -10.038 -19.841 -32.097 -1.433

## n\_pages

## -8.298

**Fit**

To add the fitted values in a new column, use tidypredict\_to\_column(). In the below example, we use model to compute the fitted values and add it as a new column.

ecom2 %>%

tidypredict::tidypredict\_to\_column(model) %>%

dplyr::select(duration, fit)

## # Source: lazy query [?? x 2]

## # Database: sqlite 3.22.0 [J:\R\Others\blogs\content\post\mydatabase.db]

## duration fit

##

## 1 693 409.

## 2 459 374.

## 3 996 424.

## 4 468 273.

## 5 955 357.

## 6 135 361.

## 7 75 356.

## 8 908 379.

## 9 209 249.

## 10 208 384.

## # ... with more rows

tidypredict\_fit() returns a Tidy Eval formula that can be used inside a dplyr command.

tidypredict::tidypredict\_fit(model)

## 441.450192491919 + (ifelse(device == "mobile", 1, 0) \* -30.9522074131866) +

## (ifelse(device == "tablet", 1, 0) \* -14.4972018107797) +

## (ifelse(referrer == "direct", 1, 0) \* -8.98035001912995) +

## (ifelse(referrer == "google", 1, 0) \* -10.038005625893) +

## (ifelse(referrer == "social", 1, 0) \* -19.8411767075006) +

## (ifelse(referrer == "yahoo", 1, 0) \* -32.0969778768984) +

## (n\_visit \* -1.4325653130794) + (n\_pages \* -8.29825840984566)

Let us use the above R code to calculate fitted values using mutate() from dplyr.

ecom2 %>%

dplyr::mutate(

fit = 441.450192491919 + (ifelse(device == "mobile", 1, 0) \*

-30.9522074131866) + (ifelse(device == "tablet", 1,

0) \* -14.4972018107797) + (ifelse(referrer == "direct",

1, 0) \* -8.98035001912995) + (ifelse(referrer == "google",

1, 0) \* -10.038005625893) + (ifelse(referrer == "social",

1, 0) \* -19.8411767075006) + (ifelse(referrer == "yahoo",

1, 0) \* -32.0969778768984) + (n\_visit \* -1.4325653130794) +

(n\_pages \* -8.29825840984566)

) %>%

dplyr::select(duration, fit)

## # Source: lazy query [?? x 2]

## # Database: sqlite 3.22.0 [J:\R\Others\blogs\content\post\mydatabase.db]

## duration fit

##

## 1 693 409.

## 2 459 374.

## 3 996 424.

## 4 468 273.

## 5 955 357.

## 6 135 361.

## 7 75 356.

## 8 908 379.

## 9 209 249.

## 10 208 384.

## # ... with more rows

The SQL translation of the above step can be viewed using tidypredict\_sql().

tidypredict::tidypredict\_sql(model, con)

## 441.450192491919 + (CASE WHEN (`device` = 'mobile') THEN (1.0) WHEN NOT(`device` = 'mobile') THEN (0.0) END \* -30.9522074131866) + (CASE WHEN (`device` = 'tablet') THEN (1.0) WHEN NOT(`device` = 'tablet') THEN (0.0) END \* -14.4972018107797) + (CASE WHEN (`referrer` = 'direct') THEN (1.0) WHEN NOT(`referrer` = 'direct') THEN (0.0) END \* -8.98035001912995) + (CASE WHEN (`referrer` = 'google') THEN (1.0) WHEN NOT(`referrer` = 'google') THEN (0.0) END \* -10.038005625893) + (CASE WHEN (`referrer` = 'social') THEN (1.0) WHEN NOT(`referrer` = 'social') THEN (0.0) END \* -19.8411767075006) + (CASE WHEN (`referrer` = 'yahoo') THEN (1.0) WHEN NOT(`referrer` = 'yahoo') THEN (0.0) END \* -32.0969778768984) + (`n\_visit` \* -1.4325653130794) + (`n\_pages` \* -8.29825840984566)

**Close Connection**

It is a good practice to close connection to a database when you no longer need to read/write data from/to it. Use dbDisconnect() to close the database connection.

DBI::dbDisconnect(con)
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**RStudio Connections Pane**

In this section, we will learn to connect and explore databases using RStudio connections pane. We will connect to a MySQL database hosted on AWS. For security reasons, the database will be deleted after this post has been published and you will not be able to reproduce the results from this section onwards. Now, in the below images we show how to add and explore a new connection. **The Connections Pane is available only in RStudio 1.1 and later.**

**Step 1: Click on New Connection**

In the Connections Pane, click on the New Connection button.
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**Step 2: Connect to a Data Source**

Once you click on New Connection, RStudio will display the exisiting data sources. If you do not see the driver for the database you want to connect to, install the driver and check again. Visit <https://db.rstudio.com/best-practices/drivers/> for more information about setting up ODBC drivers.
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**Step 3: Supply Database Connection Parameters**

If the database driver is already present, click on it to create a new  
connection. Specify the database parameters in the text box as shown in the below image. Visit <https://www.connectionstrings.com/> to learn how to specify the connection strings for different databases.
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Once you specify the database parameters, the R code will be automatically updated by RStudio as shown below.
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**Step 4: Test Connection**

After specifying the database connection parameters, we can test if the connection works by clicking on Test.
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If RStudio is able to connect to the database, it will show a success message as shown below.
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**Step 5: Connect Options**

After testing the connection, you can choose to connect from

* the console
* R script
* or a notebook.

You can copy the R code to the clipboard as well. Depending on where you intend to use the connection i.e. interactive session, R script or notebook, choose the appropriate option.
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**Step 6: Open New Connection**

Click on OK button to open a new connection to the database.
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**Step 7: Explore Database**

You can explore the database from the Connections tab. View the tables in the database, explore the fields in a table, open a SQL script to run queries or close the connection if you don’t need it any longer.
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**Handling Credentials**

Handling database credentials is one of the most important part of working with  
databases in R. In this section, we will look at the different options for  
securely storing and accessing credentials. After connecting to the database, we  
will list the tables in the database (just to check that the connection is  
working) and then disconnect.

**rstudioapi**

You can prompt the user to enter the database credentials using RStudio IDE. askForPassword() will show a popup box that masks what is typed.

db\_con <- DBI::dbConnect(drv = RMySQL::MySQL(),

username = rstudioapi::askForPassword("Database Username"),

password = rstudioapi::askForPassword("Database Password"),

host = "[mysql-ecom.cowqoftkc0gy.us-east-2.rds.amazonaws.com](http://mysql-ecom.cowqoftkc0gy.us-east-2.rds.amazonaws.com)",

port = 3306,

dbname = "mysql\_test")
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**.Renviron**

The second method is store the credentials as environment variables. This can  
be achieved using Sys.setenv() or using .Renviron file. The credentials can then be retrieved using Sys.getenv() as shown in the below example:

db\_con <- DBI::dbConnect(drv = RMySQL::MySQL(),

username = Sys.getenv("db\_uid"),

password = Sys.getenv("db\_pwd"),

host = "[mysql-ecom.cowqoftkc0gy.us-east-2.rds.amazonaws.com](http://mysql-ecom.cowqoftkc0gy.us-east-2.rds.amazonaws.com)",

port = 3306,

dbname = "mysql\_test")

# list tables in the database

DBI::dbListTables(db\_con)

## [1] "mtcars"

DBI::dbDisconnect(db\_con)

## [1] TRUE

In RStudio, create a new file and save it as .Renviron. In this file, define the  
credentials as shown below:

userid = "username"

pwd = "password"

Save the file in the home directory of your project and restart R. Why should you restart R? .Renviron is processed only at the beginning of an R session. If you try to access the credentials using Sys.getenv() without restarting R, the credentials will not be retrieved and you will see an error if you try to connect to the database. After restarting R, use Sys.getenv() to retrieve the  
credentials while opening a new connection to the database. We have added the .Renviron file used to store credentials in the resources section of the learning management system as well as in the GitHub repo.

**options**

The database credentials can be recorded as a global option in R. There are two ways to do this:

* use options()
* use an R file

Below is the code that records credentials using options():

options(db\_userid = "user\_id")

options(db\_password = "pass\_word")

The above code can be stored in a R file which can then be sourced before opening a new connection to the database. The credentials can be retrieved using getOptions(). We have added the options.R file used to store credentials to the database in the resources section of the learning management system as well as in the GitHub repo.

source("options.R")

db\_con <- DBI::dbConnect(drv = RMySQL::MySQL(),

username = getOption("db\_userid"),

password = getOption("db\_password"),

host = "[mysql-ecom.cowqoftkc0gy.us-east-2.rds.amazonaws.com](http://mysql-ecom.cowqoftkc0gy.us-east-2.rds.amazonaws.com)",

port = 3306,

dbname = "mysql\_test")

# list tables in the database

DBI::dbListTables(db\_con)

## [1] "mtcars"

DBI::dbDisconnect(db\_con)

## [1] TRUE

**config**

The [config](https://github.com/rstudio/config) package allows you to manage environment specific configuration values. Configurations are defined using a YAML text file and are read by default from a file named config.yml in the current working directory. Store the database connection details such as driver, username, password, host, port, database name etc. in a YAML file and read it using get(). We have added the config.yml file used to store the credentials in the resources section of the learning management system as well as in the GitHub repo.

# read configurations

md <- config::get("mysql-dev")

## Warning in readLines(con): incomplete final line found on 'J:

## \R\Others\blogs\content\post\config.yml'

# test

md$port

## [1] 3306

md$dbname

## [1] "mysql\_test"

# connect

db\_con <- DBI::dbConnect(drv = RMySQL::MySQL(),

username = md$username,

password = md$password,

host = md$host,

port = md$port,

dbname = md$dbname)

# list tables in the database

DBI::dbListTables(db\_con)

## [1] "mtcars"

DBI::dbDisconnect(db\_con)

## [1] TRUE

**keyring**

The [keyring](https://github.com/r-lib/keyring#readme) package provides platform independent API to access the operating systems credential store. We leave it to the reader to explore the keyring package for storing and accessing credentials safely.

**dbx**

[dbx](https://github.com/ankane/dbx) is another interesting package built on top  
of DBI for both research and production environments and we hope to explore it  
in a separate post in the coming days.

**Summary**

* [DBI](http://r-dbi.github.io/DBI/) to connect and interact with databases
* [dplyr](https://dplyr.tidyverse.org/index.html) and [dbplyr](https://dbplyr.tidyverse.org/index.html) for data transformation
* [dbplot](https://edgararuiz.github.io/dbplot/index.html) for data visualization
* [modeldb](https://tidymodels.github.io/modeldb/) and [tidypredict](https://tidymodels.github.io/tidypredict/) for data modeling
* [config](https://github.com/rstudio/config), [keyring](https://github.com/r-lib/keyring), .Renviron and options() to handle credentials
* always close the database connection